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# 1. Filter Design Using Matlab

In this lab session, we were given a design specification of a FIR filter, which is shown in the figure 1 below.

|  |
| --- |
| ***Figure 1: design specification for the FIR bandpass filter*** |

To achieve this, we used Matlab to implement such a FIR filter that satisfies the specifications given above and saved all the coefficients in a file called ***‘file\_b’***. A detailed code and its explanation can be found in the following paragraph.

|  |
| --- |
| rp **=** 0.4**;** % Passband ripple  rs **=** 48**;** % Minimum stop band attenuation  fs **=** 8000**;** % Sampling frequency  f **=** **[**375 450 1600 1740**];** % passband and stopband Cutoff frequencies  a **=** **[**0 1 0**];** % Desired amplitudes  dev **=** **[**10**^(-**rs**/**20**)** **(**10**^(**rp**/**20**)-**1**)/(**10**^(**rp**/**20**)+**1**)** 10**^(-**rs**/**20**)];**% maximum allowance ripple    **[**n**,**fo**,**ao**,**w**]** **=** firpmord**(**f**,**a**,**dev**,**fs**);**%calculate an approximate filter  %n is filter order  %fo stands for the normalised frequency edges  %a0 is the frequency amplitudes  %w stands for the weights    b **=** firpm**(**n**+**7**,**fo**,**ao**,**w**);** %b is a vector which stores the coefficients    freqz**(**b**,**1**,**1024**,**fs**);**%magnitude and phase plots    %create a text file called 'file\_b.txt' where coefficients are stored and  %elements are defined  %define N  file **=** fopen**(**'file\_b.txt'**,**'wt'**);**  fprintf**(**file**,** '#define N %d \n'**,** n**+**8**);**  fclose**(**file**);**    %store coefficients into the file  file **=** fopen**(**'file\_b.txt'**,**'at'**);**  fprintf**(**file**,**'double b[]={'**);**  dlmwrite **(**'file\_b.txt'**,**b**,**'-append'**);**  fprintf**(**file**,**'};'**);**  fclose**(**file**);** |

Firstly, we defined the parameters such as sampling frequency ***fs*** and vector ***f*** which stores passband and stopband cutoff frequencies. We calculated deviation and desired amplitudes in stopbands and passband, and stored the values in vector ***dev*** and ***a*** respectively.

Secondly, we used the parameters defined previously and applied them into function  ***firpmord*** to calculate the approximate required filter order ***n***, the normalised frequency edges ***fo***, the amplitudes ***ao*** for frequency band and weights, ***W***, which would be used by the next function ***firpm*** to meet our design specification. Note that in function ***firpm***, ***(n+7)*** was chosen as the order of the filter rather than ***n***. This is because ***n*** is an approximate filter order generated by the function ***firpmord,*** which is not accurate to meet the design specification. Thus, after a few tests, we found that filter order of ***(n+7)*** brings the desired FIR filter. And the coefficients were saved in vector ***b***.

Magnitude and phase responses of the filter shown below are achieved by using command freqz**(**b**,**1**,**1024**,**fs**).**

|  |
| --- |
| ***Figure 2: magnitude and phase response of the filter which meets the design specification.*** |

Thirdly, we wrote a text file called ‘***file\_b.txt***’. Inside it, C++ instructions were written to create a vector ***b*** which stores all the coefficients of the filter in ***double*** precision and this file also defines a parameter ***N***, which is the total number of coefficients stored in the vector ***b***. Note that ***N*** equals to ***(n+8)*** instead of the filter order, ***(n+7)*** for the reason that the total number of coefficients equals to the filter order plus one.

***Note: All the coefficients and calculations used double precision during the process of measuring and comparing performance for different filter implementations in this lab session.***

# 2. Filter Implementation

In this section, we copied files from lab 3, and made necessary edits to the ***intio.c*** file.

U Having designed a bandpass digital filter using Matlab and saved all the coefficients in a file called ***‘file\_b’***, we then started to implement filters. In the following subsections, a basic non-circular buffer FIR filter was firstly introduced and investigated. Then different versions of circular buffers with improved operation speeds were implemented in the section 2.2 which also includes detailed code explanations and comparisons of all the methods at different compiler optimisation levels.

## 2.1. Basic Non-Circular Buffer Implementation

The main idea of convolution using non-circular buffer can be described by the following equation:

Where***N*** equals to the total number of coefficients of the filter, which are stored in the array ***b[]***.

***x[i]*** stands for buffer with index ***i***. In this design, we saved the most current inputs in the buffers with lower indexes, and the past inputs in the buffers with higher indexes. E.g. ***x[0]*** stores the current input, ***x[1]*** stores the previous input, and etc.

***b[i]*** is the ***(i+1)***th coefficient of the digital filter.

Therefore, output is the result of multiply accumulations. We would further discuss how the idea was implemented in the following subsection, and demonstrate the performance of our design in the later subsection.

We wrote two functions to implement a non-circular buffer. One is the ISR function and the other is called ***non\_circ\_FIR()***.

In order to realize a FIR filter using non-circular buffers, we implemented a function that fetches the current sample and stores it into the first element of a array which is defined , ***x[0]***. and N-1 previous samples are processed at the same moment, where N is the order of filter. Then, this function should be able to perform convolution after delay operation. Successively, output y(n) is stored to the audio port. In this very beginning intuitive design, we were regardless any algorithm or data structure optimizations and, compared to the improved version in later sessions, we called this non-circular buffer filter, non\_circ\_FIR().

### 2.1.1. Code Explanation

The idea of using non-circular buffer for convolution was implemented using an ISR and a function which will be called by the ISR. We kept the same configuration settings as in lab3 exercise one for the ISR but made some modifications on the code (see the code below). Thus every time the interrupt is initialized, the function ***non\_circ\_FIR()*** is called (the code below) by the interrupt and it returns an output which is casted into 16-bit ***int*** and written back to the DAC in the DSP kit.

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* WRITE YOUR INTERRUPT SERVICE ROUTINE HERE\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

void ISR\_AIC**(**void**){**

mono\_write\_16Bit**((**Int16**)** **(**non\_circ\_FIR**()));**//write sample back to memory using non-circular convolution

//casting double into 16 bit int data type.

**}**

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* NON-CIRCULAR FILTERING CODE CALLED BY A ISR\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

double non\_circ\_FIR**(**void**){**

//this function performs non-circular convolution

x**[**0**]** **=** **(**double) mono\_read\_16Bit**();** // reads input and convert the input into double data type and put it into the buffer

output **=** 0.0**;** //reset output to 0

**for(**i**=**0**;** i**<**N**;** i**++){**//convolution

output **+=** x**[**i**]\***b**[**i**];**//multiply accumulation

**}**

**for(**i**=**N**-**1**;** i**>**0**;** i**--){**

x**[**i**]** **=** x**[**i**-**1**];** // move data along buffer from lower element to next higher

**}**

**return** output**;**

**}**

The function ***non\_circ\_FIR()*** does everything except writing sample back to the memory. Basically, the code firstly reads an input from the ADC, casting it into ***double*** data type, and stores it into the buffer ***x[0]***, which is always the memory location for new inputs. Then we used two ***for*** loops. The first one implements convolution as described by the equation we just mentioned, , and updates the global ***double*** data type variable ***output***, which is always reset to 0 before convolution. The next ***for*** loop executes after the convolution ***for*** loop, and shifts all the values stored in the buffers to a higher index, e.g. the current input ***x[0]*** replaces the previous input ***x[1]***, the previous input ***x[1]*** replaces the 2nd past input buffer ***x[2]*** and etc (see figure 3). Therefore, by time the function will be called again at next sampling, all the inputs in the buffers are delayed by one index.

|  |
| --- |
| data e(new)  data d  data c  data b  data a  ...  data f(new)  data e  data d  data c  data b  ...  data g(new)  data f  data e  data d  data c  ...  ***Figure 3: it illustrates how function non\_circ\_FIR() works. Each element here is a buffer, and each row represents x[]. Data e in the first column is a new input. By the time the function is called again, data f becomes a new input, and all the past data (data e,d,c,b,a and etc) have already been shifted to the right of the new input.*** |

Finally, at the end of the function, ***output*** is returned to the ISR, and the ISR writes it back to the DAC in the DSP kit.

### 2.1.2. Testing

In this subsection of non-circular buffer implementation, we tested our implementation and provided scope traces below to demonstrate that our design matches our expectation. We expected the output to be noise when the input frequency is at the stop bands (below 375 Hz and above 1750 Hz), to be an attenuated version of the input when the input frequency is at the transition bands (375 to 450 Hz and 1600 to 1750 Hz), and to be the same as the input when the input frequency is at the passband (450 to 1600 Hz). Hence the tests were carried out with input signal frequencies at different frequency bands, such as the 1st stop band (scope trace 1), the 1st transition band (scope trace 2), the pass band (scope trace 3), the 2nd transition band (scope trace 4) and the 2nd stop band (scope trace 5).

***Note: Channel 1 (yellow) and channel 2 (green) display the input and output signals respectively.***

|  |  |
| --- | --- |
| Scope trace 1: input frequency at 200 Hz | Scope trace 2: input frequency at 400 Hz |
| Scope trace 3: input frequency at 1000 Hz | Scope trace 4: input frequency at 1650 Hz |
| Scope trace 5: input frequency at 2000 Hz |

From scope trace 1 and 5 (stop band), we observed only noises at the output when the input frequency is within the range of stop bands, which is exactly what we expected. Looking at scope trace 3 (pass band), we found that the pk-pk voltage of the output is about the half as that in input signal. This is because the input signal must firstly pass a potential divider (attenuated by half) before being fed into the input port of the DSP kit. Therefore, the result is what we expected. Moreover, from scope trace 2 and 4 (transition band), we found that the output still have a sinewave shape but is further attenuated comparing to that in scope trace 3 (pass band). This is reasonable since at the transition band the bandpass filter has an attenuation less than one (less than 0 dB) but better than the stop band (-48dB).

Hence, all the scope traces match what we expected from the bandpass filter. We further examined the output using spectrum analyser, which would be discussed in section 3.

***Note: we also repeated the above testing process for the following implementations, such as basic circular buffer implementation, in order to make sure the MAC operations were executed correctly and consistently. However, since the testing procedures were the same, they would no longer be discussed in the following sections of the report.***

### 2.1.3. Performance

In this subsection of non-circular buffer implementation, we discussed the performance of our design.

The table below displays the number of instruction cycles for a complete ISR of the basic non-circular buffer filter implementation at three different compiler optimisation levels. For non-optimised code, it takes the greatest number of instruction cycles which is 13299. As optimisation level upgrades, the instruction cycles that the code has to take becomes less and less. With optimisation level 2, the code requires only 1384 cycles, which is about 10% of that of non-optimised code. Therefore, we can see that optimised compiler significantly increases the efficiency of our code by reducing a great number of instruction cycles for every ISR.

We measured the code efficiency to observe its running speed in terms of instruction cycles, which was measured from the beginning of the ISR until its end. The whole process includes evoking convolution function, reading from input, manipulating data and writing the result back to the hardware.

The measurements took place under different compiler optimisation levels, and the results are displayed in the table below. For non-optimised mode, the process costs the greatest number of instruction cycles, 13295. As optimisation level upgrades, the instruction cycles that the code has to take reduces. At optimisation level 2, it requires only 1202 cycles, which is about 9% of that for non-optimised compiler. Therefore, we can see that optimised compiler significantly increases the efficiency of our code by reducing a great number of instruction cycles for every ISR.

|  |  |
| --- | --- |
| **Op-level** | **Number of cycles** |
| none | 13295 |
| 0 | 12658 |
| 2 | 1202 |

Moreover, detailed explanations about these levels of compiler optimisations can be found in section 2.2.4.

### 2.2. Circular Buffer Filter Implementation

In this section, we firstly realized basic circular buffer implementation. Then we improved our code and reduced the number of instruction cycles to some extent by using the symmetry property of the linear phase filter. After that, we focused on shaping a better data structure as final improvement and made comparisons of benchmark data among all the implementations.

The main idea behind the circular convolution in our design can be described in the following equation:

![](data:image/png;base64,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)

Where ***index*** is an int variable ranging from 0 to N.

***N*** stands for the number of taps. In this case, N equals to the number of coefficients (the order of filter+1). ***N*** = 214.

***x[]*** are the buffers which stores all the past inputs and the new input.

***b[]*** contain all the coefficients of the filter in double precision. The sizes of ***b[]*** and ***x[]*** are the same.

***output*** is the result of multiply accumulations, which essentially implements circular convolution.

***mod(N)*** means that ***x[index + i]*** is duplicated when overflow occurs. Namely, when ***(index+i)*** exceeds N-1, it restarts from ***0***. We would talk about this in more detail in section 2.2.1.

### 2.2.1. Basic Case Implementation

Again, the circular convolution function is called in the ISR (shown in code below). The output is returned to the ISR, casted into ***Int16*** and written back to the memory using the command ***mono\_write\_16Bit((Int16) (base\_circ\_FIR()))***. The code for the ISR function is shown below.

|  |
| --- |
| **/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* WRITE YOUR INTERRUPT SERVICE ROUTINE HERE\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/**  **void ISR\_AIC(void){**  **//write sample back to memory using base circular convolution (no optimisation).**  **//casting double into 16 bit int data type.**  **mono\_write\_16Bit((Int16) (base\_circ\_FIR()));**  **}** |

The function below implements the method using circular buffer, as described by the equation, ![](data:image/png;base64,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).

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* BASE-CIRCULAR FILTERING CODE CALLED BY A ISR\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  double base\_circ\_FIR**(**void**){**  //this function performs basic circular convolution  //the two for loops below avoids overflow/underflow of the index of x (index of x cell must lie in the range between 0 and N-1).  //In this case, index is a global variable which is initially defined as 0. Thus avoids a problem of index being out of range.  x**[**index**]** **=** **(**double**)** mono\_read\_16Bit**();** //read input and store it in a buffer  output **=** 0.0**;** //reset output  //1st for loop loops from i=0 to i=(N-index-1) which is the point just before the overflow of the index of x. (index+i=N-1)  **for(**i**=**0**;**i**<**N**-**index**;**i**++){**  output **+=** x**[**index**+**i**]\***b**[**i**];**  **}**  //This loop handles the overflow of the index of x and continues looping from i=(N-index+1) to i=N-1,  //which is the end of the coefficient vector.  **for(**i**=**N**-**index**;**i**<**N**;**i**++){**  output **+=** x**[**index**-**N**+**i**]\***b**[**i**];**  **}**  index**--;**//decrease index, therefore new input will be stored in decending order.  // this instruction performs circular shift  **if(**index **==** **-**1**){**index **=** N**-**1**;}**//note that N stands for the no. of elements in vector b[].  // Therefore, the index for the last element is N-1.  **return** output**;**  **}** |

Basically, the function does the same things as the previous implementation. It reads input from the DAC using command*mono\_read\_16Bit****()***, stores the casted reading (***double*** precision) into the buffer, and reset ***output*** to 0 at the beginning of the function.

However, there are some changes. You can find the figure 4 below providing an intuitive explanation of how the code works.

|  |
| --- |
| ***Figure 4: it illustrates how function base\_circ\_FIR() works. The blocks on the left forms an array of buffers x[]. Arrows pointing to the buffers indicate the types of inputs that are stored in the buffers. E.g. X[index] stores the current input, and X[index+1] stores the 1st past input which means the input before the current input. Therefore, 2nd past input is the input before the 1st past input, and has two sample times delay from the current input. In addition, arrows pointing to the right directions indicate the mapping of inputs and coefficients.*** |

The globally defined ***int*** variable ***Index*** inside ***x*** cell stands for the current index of the buffer which stores the new input. Instead of using method of shifting buffers in non-circular implementation, we varied the value of the globally defined integer ***index*** which was initialised to 0 in descending order (As long as the value of ***index*** is in the range of 0 to N-1, this function always works). In this way, we stored past inputs in the buffers with higher index (if no overflow occurs), and recent inputs in the buffers with smaller index. For example, if ***x[2]*** stores the previous input, then current input is stored in ***x[1]***, and the next input will be placed in ***x[0]***. Thus we avoided complex and inefficient non-circular implementation which shifts all the values stored in the buffers to the larger index by 1. This was implemented by the first ***for*** loop.

In addition, we implemented another ***for*** loop to handle the case when the index of the buffer that stores current input becomes less than 0 (underflow). For example, if ***x[1]*** stores the previous input, then current input is stored in ***x[0]***, and the next input will be placed in ***x[N-1]*** instead of ***x[-1]***. Namely, when underflow occurs, e.g. ***index*** becomes -1, it will be reset to N-1.

Inside the two ***for*** loops, MAC algorithm is applied. The current and past inputs stored in the buffers ***x[]*** are mapped with corresponding coefficients ***b[].*** For example, if ***index=N-2***, the multiplying accumulation starts from ***x[N-2]\*b[0]***. This is because ***x[N-2]*** is the current input and ***b[0]*** is the first coefficient of the filter. Since the previous input was stored in buffer ***x[N-1]***, the next multiply accumulation should be ***x[N-1]\*b[1]***. Hence we concluded that the index of buffer should increase by 1 in each for loop until its value exceeds ***N-1*** (overflow). After that, the second ***for*** loop continues the MAC, and stops until the last coefficient of the filter ***b[N-1]*** is reached. Therefore, in the example we just mentioned, the last multiply accumulation should be ***x[N-3]\*b[N-1]***.

At the end of the function, it returns the ***output*** to the ISR. Note that ***output*** is reset back to zero every time the function is called.

### 2.2.2. Improvement 1 - Using Symmetry Property

From Matlab plots (figure 2), we obtained a constant phase change in the pass band (450 Hz to 1600 Hz), thus the filter is a linear phase filter. Every linear phase FIR filter has symmetric coefficients. In this case, the coefficients we obtained from Matlab, which is stored in the vector ***b[]***, are symmetric (see the Matlab plot below, figure 5). Namely, ***b[0]*** has the same value as ***b[N-1]***, ***b[1]*** is the same as ***b[N-2]***, and etc.

|  |
| --- |
| ***Figure 5: the Matlab plot of the coefficients b[index] where x-axis represents index and the magnitude of b[index].*** |
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***(N/2)-1*** is the index for the last symmetric coefficient. ***N/2*** means the total number of multiply accumulations.

Hence, we halved the number of multiplications (only ***N/2***) comparing to the previous design ***(N)*** by factorisation since the left half coefficients of ***b[]*** is the same as the right half due to symmetry property of the filter. We implemented this method in a function called ***symmetry\_cir\_FIR(void)***, the code of which is shown below.

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* IMPROVEMENT ONE\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  double symmetry\_circ\_FIR**(**void**){**  x**[**index**]** **=** **(**double**)** mono\_read\_16Bit**();**//read input and store it into the buffer  output **=** 0.0**;** //reset output  **if(**index**<**N**/**2**){**//when underflow occurs in the right half of the buffers.  **for(**i**=**0**;**i**<**index**;**i**++){** //avoid the attempt that right half of the buffer underflows.  //when i=index-1, x[index-i-1]=x[0] is at the margin of being below its range.  //MAC factorisation  output **+=** **(**x**[**index**+**i**]** **+** x**[**index**-**i**-**1**])\***b**[**i**];**  **}**  **for(**i**=**index**;**i**<**N**/**2**;**i**++){**//N is even (214), for loop stops when i=(N/2)-1, and convolution completes.  //MAC factorisation  output **+=** **(**x**[**index**+**i**]** **+** x**[**index**-**i**+**N**-**1**])\***b**[**i**];**  **}**  **}**  **else{**//when overflow occurs in the left half of the buffers.  **for(**i**=**0**;**i**<**N**-**index**;**i**++){**//avoid the attempt that left half of the buffer overflows.  //when i=N-index-1, x[index+i]=x[N-1] is at the margin of being below its range.  //MAC factorisation  output **+=** **(**x**[**index**+**i**]** **+** x**[**index**-**i**-**1**])\***b**[**i**];**  **}**  **for(**i**=**N**-**index**;**i**<**N**/**2**;**i**++){**//N is even (214), for loop stops when i=N/2-1, and convolution completes.  //MAC factorisation  output **+=** **(**x**[**index**+**i**-**N**]** **+** x**[**index**-**i**-**1**])\***b**[**i**];**  **}**  **}**  index**--;** //index decreases by 1 every time this function is called therefore the past inputs are stored in ascending order.  **if(**index**==-**1**){**index**=**N**-**1**;}** //hanle underflow  **return** output**;**  **}** |

This improved version of code for circular convolution reads and writes input and output in the same manner as in the previous one. However, there are two special cases of overflow/underflow we need to handle. One is that the ***index*** of the buffer which stores current input is less than ***(N-1)/2*** (underflow), and the other is that the ***index*** is greater than ***(N-1)/2*** (overflow). We employed two ***for*** loops as what we did in the previous code to handle overflow or underflow of the index of vector ***x***, e.g. as ***i*** increases***,*** the index of vector ***x***, ***(index-i-1),*** becomes less than 0, which leads to underflow.

However, changes were made in both ***for*** loops. Firstly, the total number loops drops from ***N*** to ***(N-1)/2*** because we factorised our previous algorithm by using symmetry property of the coefficients. A detailed demonstration can be found in the following paragraph. Secondly, we should note we used four ***for*** loops, the first two are implemented to handle underflow of index, and the latter two are to handle overflow. Therefore, inside these ***for*** loops, we made some adjustments of the variables in the index box, ***x[]*** and ***b[]***. The details of these changes can be found in our code above, and an intuitive explanation of how our code works is displayed in the figure below (figure 6).

|  |
| --- |
| ***Figure 6: it illustrates how function symmetry\_circ\_FIR() works and handles overflow when index>N/2. The blocks on the left forms an array of buffers x[]. Arrows pointing to the buffers indicate the types of inputs that are stored in the buffers. E.g. X[index] stores the current input, and X[index+1] stores the 1st past input which is the previous input of the current one. Therefore, 2nd past input is the input before the 1st past input, and has two sample times delay from the current input. In addition, arrows pointing to the right directions indicate the mapping of inputs and coefficients which are symmetric.***  ***Note: the function handles underflow in the same principle when index<N/2.*** |

Moreover, we provided a table (figure 8) to assist our demonstration, which gave an example showing how using symmetry property effectively factorise and halve the number of multiply accumulations.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| index=0\i | 0 | 1 | 2 | 3 |
| x[index+i](mod N) | x[0] | x[1] | x[2] | x[3] |
| x[index-i-1](mod N) | x[7] | x[6] | x[5] | x[4] |
| multiply | (x[0]+x[7])\*b[0] | (x[1]+x[6])\*b[1] | (x[2]+x[5])\*b[2] | (x[3]+x[4])\*b[3] |
| output | (x[0]+x[7])\*b[0] + (x[1]+x[6])\*b[1] + (x[2]+x[5])\*b[2] + (x[3]+x[4])\*b[3] | | | |

***Figure 8: an example of how symmetry property of coefficients effectively factorises and halves the number of loops for MAC. The number of coefficients N for this linear phase digital filter is chosen to be 8 in this example, which only requires 4 loops of multiplication instead of 8 to complete the circular convolution.***

### 2.2.3. Improvement 2 - Doublesize the Buffer While Using Symmetry

The code below is our updated fastest implementation.

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* IMPROVEMENT TWO \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  double X\_doublesize\_symmetry\_circ\_FIR**(**void**){**  //this function uses x[2\*N] instead of x[N]    //read input and store it into a buffer  x**[**index**]** **=** **(**double**)**mono\_read\_16Bit**();** //store input in its first index  x**[**index2**]** **=** x**[**index**];** //store the input in its second index  //this is more efficient than reading input twice  output **=** 0.0**;** //reset output  //loop from first coefficient to the (N/2-1)th coefficient  **for(**i**=**0**;**i**<**N**/**2**;**i**++){**  //factorised convolution using symmetry properties  output **+=** b**[**i**]\*(**x**[**index**+**i**]+**x**[**index2**-**i**-**1**]);**  **}**  index**--;** //decrease index  **if** **(**index**==-**1**){**index**=**N**-**1**;}** //handle underflow  index2 **=** index**+**N**;** //make index2 follow index  **return** output**;** //return output value.  **}** |

In the previous version, we had to handle overflow and underflow with certain amount of branching and operations. Two ***for*** loops were used to avoid overflow/underflow of the index of cell ***x***. In order to increase efficiency, we implemented an extended data structure for data fetching to avoid overflow or underflow. In addition, the code no longer requires to determine whether where will be an overflow or an underflow case. Thus, only one ***for*** loop will be needed, and no ***if*** statement will be required.

The idea here was to have two reference index by doubling the ***x[]*** array memory. We designed the first reference called ***index*** within the range from 0 to ***N-1*** and the other one called ***index2*** which is a matched pair with ***N*** offset, such that ***index2=index+N***, and ***x[index]=x[index2]***. In this way, our buffer memory structure was doubled and we were only interested in the data set between ***index*** and ***index2***, which stores data from the current input to the ***212th*** past inputs since ***N=214***. Our code fetches these data and does MAC using a single ***for*** loop while taking advantage from symmetry property of the coefficients. An intuitive explanation of how our code works is shown in the figure below (figure 9).

|  |
| --- |
| ***Figure 9: it illustrates how function doublesize\_symmetry\_circ\_FIR() works and handles overflow. The blocks on the left forms an array of buffers x[] of size 2N. Basically, the buffer array starting from x[index] to x[index2-1] is the same as the combined buffer array of the two subarrays, which are formed by buffers from x[index2] to x[2N-1] and from x[0] to x[index-1]. Arrows pointing to the buffers indicate the types of inputs that are stored in the buffers. E.g. X[index] stores the current input, and X[index+1] stores the 1st past input which is the previous input of the current one. Therefore, 2nd past input is the input before the 1st past input, and has two sample times delay from the current input. In addition, arrows pointing to the right directions indicate the mapping of inputs and coefficients which are symmetric.*** |

### 2.2.4. Benchmark Data and Comparisons among different methods

In this subsection, we ran all the implementations at different compiler optimisation levels and recorded the minimum time taken in terms of instruction cycles for an entire ISR function (shown in the table below).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Op-level** | **Non-Circular Buffer** | **Basic Circular Buffer** | **Circular Buffer- Improvement one** | **Circular Buffer- Improvement Two** |
| none | 13295 | 10366 | 5830 | 5710 |
| 0 | 12658 | 9727 | 6050 | 5403 |
| 2 | 1202 | 1798 | 1063 | 705 |

Hence we plotted a graph according to our findings (figure 10).

|  |
| --- |
| ***Figure 10: comparison among different implementations at different compiler optimisation levels. Clock cycles are counted for the entire ISR function.*** |

Level 0 includes only register level optimisation. Level 1 does all level 0 optimisations and adds local optimisation. Based on the features of level 1, level 2 adds global optimisation and applies software pipelining, loop optimisation and unrolling loops.

These characteristics of different optimisation levels explain why there are only a few reductions in cycles from non-optimised to optimisation level 0 but significant from non-optimised to level 2.

In RTDSP clock efficiency is the main concern, thus our best design is the second improvement version of circular buffer, which applies doubling buffer size and symmetry property at the same time.

# 3. Analysis of the Frequency Response

In this lab, all the methods were tested using spectrum analyser (515 audio analyser) and their frequency responses were exactly the same, which implies that all the MAC operations were done correctly and there was no mismatch or leakage of input buffers and coefficients.

In this subsection, we provided both gain and phase plots of one of our method (all of them produced the same responses), and discussed the results with a comparison to our original FIR filter response generated by Matlab.

## 3.1. Gain

In this subsection, we aimed to investigate the gain plot of our design from the spectrum analyser and compare it with the ideal one generated by Matlab.

We investigated the gain plot of our design at different frequency bands, such as stop bands and pass band, and checked their correctness. From figure 11 and 12, we found that the stop band attenuations are over 48 dB (49.812 and 49.593 in this case) as required by the design specification.

|  |
| --- |
| C:\Users\Lizhang\AppData\Local\Microsoft\Windows\INetCache\Content.Word\2nd stop band.bmp  ***Figure 11: high frequency stop band attenuation from spectrum analyser*** |

|  |
| --- |
| C:\Users\Lizhang\AppData\Local\Microsoft\Windows\INetCache\Content.Word\first stop band.bmp  ***Figure 12: low frequency stop band attenuation from spectrum analyser*** |

Secondly, we checked the passband deviation. From figure 13, we found that the passband deviation matches the design specification of the ideal filter.

|  |
| --- |
| C:\Users\Lizhang\AppData\Local\Microsoft\Windows\INetCache\Content.Word\Gain passband.bmp  ***Figure 13: pass band deviation from spectrum analyser*** |

We noticed that the gain plot is attenuated by approximately 17dB. This is due to the fact that the audio analyser we used (515 audio analyser) has ¼ attenuation and internal offsets around -5dB. Therefore, in order to overcome the offset and attenuation from the device to make a fair comparison, we imported the data of gain plot relative to 1000 Hz (inside pass band). Thus, the comparison was fair, which is shown below (see figure 14).

|  |
| --- |
| C:\Users\Lizhang\Desktop\EE3\Real-Time DSP\Labs & Projects\Lab_4\frs\Relative Level (1.00000 kHz).bmp    ***Figure 14: the upper graph is gain response relative to 1000 Hz and the lower graph is a comparison between what we got from spectrum analyser (blue) and the ideal response (orange).*** |

From the comparison, we found that the resulting gain plot nearly perfectly overlaps with the ideal one except at high frequencies above 3500 Hz. This is due to the fact that all the input signals must pass an anti-aliasing filter before entering the input port of the DSP kit. The anti-aliasing filter equals to a non-ideal low pass filter at Nyquist frequency, 4000 Hz, since the sampling frequency is 8000 Hz. However, it is not ideal, namely it has a relatively wide transition band, which starts from 3500 Hz and ends around 4200 Hz. Therefore, it’s what we expected that the resulting gain plot is further attenuated at frequencies above 3500 Hz.

However, we observed a little mismatch of the measurement around the stop band edge of the 1st and the 2nd transition band where one of the lobes due to a zero shows less gain attenuation in response comparing to Matlab. The reason is that the numbers and voltage levels involved at such attenuation levels are small, so we can expect noise to play a part in this.

## 3.2. Phase

The ideal design is a band pass filter, which should be have linear phase throught the passband. This is very important in audio processing because human ears are very sensitive to phase distortion. Therefore, we required the filter’s phase to be linear in the pass band, although it could be non-linear in the stop band, as we are attenuating those frequency anyway. Thus, we aimed to check whether our design behaves linearly in passband. We obtained phase (figure 15) and group delay (figure 16) plots.

|  |
| --- |
| C:\Users\Lizhang\AppData\Local\Microsoft\Windows\INetCache\Content.Word\Phase cursor.bmp  ***Figure 15: phase plot of our design from spectrum analyser*** |

It seems that the phase behaves linearly from 450 to 1600 Hz, which is the pass band range. However, we couldn’t be so confident to conclude its linearity simply from observation. Therefore, we further investigated the group delay, which is shown below in figure 16.

|  |
| --- |
| C:\Users\Lizhang\AppData\Local\Microsoft\Windows\INetCache\Content.Word\Group Delay.bmp  ***Figure 16: group delay*** |

We only cared about passband. Thus, we placed two cursors at 450 Hz and 1600 Hz respectively. Therefore, the area between the cursors indicates pass band. We found that within the pass band, the group delay is constant around 16.9ms, which are what we expected since the ideal bandpass filter should have linear phase (a constant group delay) in the passband.

The group delay of ideal design can be expressed by the equation below:

, where (N-1) is the filter order and *f*s is the sampling frequency.

We found that the both the group delays are constant but the one measured from audio analyser is larger than that of ideal design. This is what we expected because the DSP board has some delay due to the ADC/DAC, which can be considered as an offset to group delays.

Therefore, we measured the bare board group delay, which is expected to be 3.6ms and is shown in the figure 17 below.

|  |
| --- |
| ***Figure 17: group delay of the bare board*** |

From figure 17, we found that the group delay of the bare board was 3.56ms, which is approximately equivalent to our expectation, 3.6ms. Hence, we verified that the group delay for the passband is what we expect, and the offset is caused by the ADC/DAC in the board.

In conclusion, our design has linear phase in the passband.

# 4. Appendix

|  |
| --- |
| /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  DEPARTMENT OF ELECTRICAL AND ELECTRONIC ENGINEERING  IMPERIAL COLLEGE LONDON  EE 3.19: Real Time Digital Signal Processing  Dr Paul Mitcheson and Daniel Harvey  LAB 3: Interrupt I/O  \*\*\*\*\*\*\*\*\* I N T I O. C \*\*\*\*\*\*\*\*\*\*  Demonstrates inputing and outputing data from the DSK's audio port using interrupts.  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  Updated for use on 6713 DSK by Danny Harvey: May-Aug 2006  Updated for CCS V4 Sept 10  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  /\*  \* You should modify the code so that interrupts are used to service the  \* audio port.  \*/  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Pre-processor statements \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  #include <stdlib.h>  // Included so program can make use of DSP/BIOS configuration tool.  #include "dsp\_bios\_cfg.h"  /\* The file dsk6713.h must be included in every program that uses the BSL. This  example also includes dsk6713\_aic23.h because it uses the  AIC23 codec module (audio interface). \*/  #include "dsk6713.h"  #include "dsk6713\_aic23.h"  // math library (trig functions)  #include <math.h>  // Some functions to help with writing/reading the audio ports when using interrupts.  #include <helper\_functions\_ISR.h>  //read the text file generated by Matlab into our program,  //which contains the coefficient of the FIR filter in an array b[] and defines the number of coefficients as N.  #include "file\_b.txt"  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Global declarations \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  /\* Audio port configuration settings: these values set registers in the AIC23 audio  interface to configure it. See TI doc SLWS106D 3-3 to 3-10 for more info. \*/  DSK6713\_AIC23\_Config Config **=** **{** \  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  /\* REGISTER FUNCTION SETTINGS \*/  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/\  0x0017**,** /\* 0 LEFTINVOL Left line input channel volume 0dB \*/\  0x0017**,** /\* 1 RIGHTINVOL Right line input channel volume 0dB \*/\  0x01f9**,** /\* 2 LEFTHPVOL Left channel headphone volume 0dB \*/\  0x01f9**,** /\* 3 RIGHTHPVOL Right channel headphone volume 0dB \*/\  0x0011**,** /\* 4 ANAPATH Analog audio path control DAC on, Mic boost 20dB\*/\  0x0000**,** /\* 5 DIGPATH Digital audio path control All Filters off \*/\  0x0000**,** /\* 6 DPOWERDOWN Power down control All Hardware on \*/\  0x0043**,** /\* 7 DIGIF Digital audio interface format 16 bit \*/\  0x008d**,** /\* 8 SAMPLERATE Sample rate control 8 KHZ \*/\  0x0001 /\* 9 DIGACT Digital interface activation On \*/\  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  **};**  // Codec handle:- a variable used to identify audio interface  DSK6713\_AIC23\_CodecHandle H\_Codec**;**    /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Function prototypes \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  void init\_hardware**(**void**);**  void init\_HWI**(**void**);**  void ISR\_AIC**(**void**);**  double non\_circ\_FIR**(**void**);**  double base\_circ\_FIR**(**void**);**  double symmetry\_circ\_FIR**(**void**);**  double X\_doublesize\_symmetry\_circ\_FIR**(**void**);**  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Global Variables \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  /\* Sampling frequency in HZ. Must only be set to 8000, 16000, 24000  32000, 44100 (CD standard), 48000 or 96000 \*/  int sampling\_freq **=** 8000**;**  /\* Use this variable in your code to set the frequency of your sine wave  be carefull that you do not set it above the current nyquist frequency! \*/  float sine\_freq **=** 1000.0**;**  // set the sample as global variable such that its value can be observed easily in the watch table  Int16 samp**;**  //double x[N];//comment this line of code when using the fastest design, which is implemented by function 'doublesize\_circ\_FIR()'.  double x**[**2**\***N**];**//uncomment to use the fastest design  int i**;**  double output **=** 0.0**;**  int index **=** 0**;**  int index2 **=** N**;**//index2 will only be used in the fastest design, which is function 'doublesize\_circ\_FIR()'.  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Main routine \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  void main**(){**  // initialize board and the audio port  init\_hardware**();**  /\* initialize hardware interrupts \*/  init\_HWI**();**  /\* loop indefinitely, waiting for interrupts \*/  **while(**1**)**  **{};**  **}**  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* init\_hardware() \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  void init\_hardware**()**  **{**  // Initialize the board support library, must be called first  //it resets all the hardware to the default settings  DSK6713\_init**();**    // Start the AIC23 codec using the settings defined above in config  //set the sampling frequency to 8K and the bit resolution to 16 bits  H\_Codec **=** DSK6713\_AIC23\_openCodec**(**0**,** **&**Config**);**  /\* Function below sets the number of bits in word used by MSBSP (serial port) for  receives from AIC23 (audio port). We are using a 32 bit packet containing two  16 bit numbers hence 32BIT is set for receive \*/  MCBSP\_FSETS**(**RCR1**,** RWDLEN1**,** 32BIT**);**  /\* Configures interrupt to activate on each consecutive available 32 bits  from Audio port hence an interrupt is generated for each L & R sample pair \*/  MCBSP\_FSETS**(**SPCR1**,** RINTM**,** FRM**);**  /\* These commands do the same thing as above but applied to data transfers to  the audio port \*/  MCBSP\_FSETS**(**XCR1**,** XWDLEN1**,** 32BIT**);**  MCBSP\_FSETS**(**SPCR1**,** XINTM**,** FRM**);**  **}**  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* init\_HWI() \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  void init\_HWI**(**void**)**  **{**  IRQ\_globalDisable**();** // Globally disables interrupts  IRQ\_nmiEnable**();** // Enables the NMI interrupt (used by the debugger)  IRQ\_map**(**IRQ\_EVT\_RINT1**,**4**);** // Maps an event to a physical interrupt  IRQ\_enable**(**IRQ\_EVT\_RINT1**);** // Enables the event  IRQ\_globalEnable**();** // Globally enables interrupts  **}**  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* WRITE YOUR INTERRUPT SERVICE ROUTINE HERE\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  void ISR\_AIC**(**void**){**  //mono\_write\_16Bit((Int16) (non\_circ\_FIR()));//write sample back to memory using non-circular convolution  //casting double into 16 bit int data type.  //mono\_write\_16Bit((Int16) (base\_circ\_FIR()));//write sample back to memory using base circular convolution (no optimisation).  //casting double into 16 bit int data type.  //mono\_write\_16Bit((Int16) (symmetry\_circ\_FIR()));//write sample back to memory using symmetry property of circular convolution  //casting double into 16 bit int data type.  mono\_write\_16Bit**((**Int16**)** **(**doublesize\_circ\_FIR**()));**//write sample back to memory using double memory to implement circular convolution  //casting double into 16 bit int data type.  //this is the fastest design we implemented.  **}**  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* NON-CIRCULAR FILTERING CODE CALLED BY A ISR\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  double non\_circ\_FIR**(**void**){**  //this function performs non-circular convolution  samp **=** mono\_read\_16Bit**();**//read input and place in a 16 bit integer memory  output **=** 0.0**;** //reset output to 0  **for(**i**=**N**-**1**;** i**>**0**;** i**--)**  **{**  x**[**i**]** **=** x**[**i**-**1**];** // move data along buffer from lower element to next higher  **}**  x**[**0**]** **=** **(**double**)** samp**;**// convert the new sample into double data type and put it into the buffer  **for(**i**=**0**;** i**<**N**;** i**++){** // convolution  output **+=** x**[**i**]\***b**[**i**];**// multiply accumulation  **}**  **return** output**;**  **}**  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* BASE-CIRCULAR FILTERING CODE CALLED BY A ISR\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  double base\_circ\_FIR**(**void**){**  //this function performs basic circular convolution  //the two for loops below avoids overflow/underflow of the index of x (index of x cell must lie in the range between 0 and N-1).  //In this case, index is a global variable which is initially defined as 0. Thus avoids a problem of index being out of range.  x**[**index**]** **=** **(**double**)** mono\_read\_16Bit**();** //read input and store it in a buffer  output **=** 0.0**;** //reset output  //1st for loop loops from i=0 to i=(N-index-1) which is the point just before the overflow of the index of x. (index+i=N-1)  **for(**i**=**0**;**i**<**N**-**index**;**i**++){**  output **+=** x**[**index**+**i**]\***b**[**i**];**  **}**  //This loop handles the overflow of the index of x and continues looping from i=(N-index+1) to i=N-1,  //which is the end of the coefficient vector.  **for(**i**=**N**-**index**;**i**<**N**;**i**++){**  output **+=** x**[**index**-**N**+**i**]\***b**[**i**];**  **}**  index**--;**//decrease index, therefore new input will be stored in decending order.  // this instruction performs circular shift  **if(**index **==** **-**1**){**index **=** N**-**1**;}**//note that N stands for the no. of elements in vector b[].  // Therefore, the index for the last element is N-1.  **return** output**;**  **}**  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* IMPROVEMENT ONE\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  double symmetry\_circ\_FIR**(**void**){**  x**[**index**]** **=** **(**double**)** mono\_read\_16Bit**();**//read input and store it into the buffer  output **=** 0.0**;** //reset output  **if(**index**<**N**/**2**){**//when underflow occurs in the right half of the buffers.  **for(**i**=**0**;**i**<**index**;**i**++){** //avoid the attempt that right half of the buffer underflows.  //when i=index-1, x[index-i-1]=x[0] is at the margin of being below its range.  //MAC factorisation  output **+=** **(**x**[**index**+**i**]** **+** x**[**index**-**i**-**1**])\***b**[**i**];**  **}**  **for(**i**=**index**;**i**<**N**/**2**;**i**++){**//N is even (214), for loop stops when i=(N/2)-1, and convolution completes.  //MAC factorisation  output **+=** **(**x**[**index**+**i**]** **+** x**[**index**-**i**+**N**-**1**])\***b**[**i**];**  **}**  **}**  **else{**//when overflow occurs in the left half of the buffers.  **for(**i**=**0**;**i**<**N**-**index**;**i**++){**//avoid the attempt that left half of the buffer overflows.  //when i=N-index-1, x[index+i]=x[N-1] is at the margin of being below its range.  //MAC factorisation  output **+=** **(**x**[**index**+**i**]** **+** x**[**index**-**i**-**1**])\***b**[**i**];**  **}**  **for(**i**=**N**-**index**;**i**<**N**/**2**;**i**++){**//N is even (214), for loop stops when i=N/2-1, and convolution completes.  //MAC factorisation  output **+=** **(**x**[**index**+**i**-**N**]** **+** x**[**index**-**i**-**1**])\***b**[**i**];**  **}**  **}**  index**--;** //index decreases by 1 every time this function is called therefore the past inputs are stored in ascending order.  **if(**index**==-**1**){**index**=**N**-**1**;}** //hanle underflow  **return** output**;**  **}**  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* IMPROVEMENT TWO \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  double X\_doublesize\_symmetry\_circ\_FIR**(**void**){**  //this function uses x[2\*N] instead of x[N]    //read input and store it into a buffer  x**[**index**]** **=** **(**double**)**mono\_read\_16Bit**();** //store input in its first index  x**[**index2**]** **=** x**[**index**];** //store the input in its second index  //this is more efficient than reading input twice  output **=** 0.0**;** //reset output  //loop from first coefficient to the (N/2-1)th coefficient  **for(**i**=**0**;**i**<**N**/**2**;**i**++){**  //factorised convolution using symmetry properties  output **+=** b**[**i**]\*(**x**[**index**+**i**]+**x**[**index2**-**i**-**1**]);**  **}**  index**--;** //decrease index  **if** **(**index**==-**1**){**index**=**N**-**1**;}** //handle underflow  index2 **=** index**+**N**;** //make index2 follow index  **return** output**;** //return output value.  **}** |